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Abstract

We explore Group Relative Policy Optimization (GRPO) and its application to
enhancing the reasoning capabilities of large language models (LLMs). This project
implements GRPO in PyTorch and evaluates its effectiveness on the Countdown
arithmetic reasoning benchmark using the Qwen2.5-1.5B-Instruct model. GRPO
modifies Proximal Policy Optimization (PPO) by estimating advantages from
group-level rewards, reducing dependency on value functions. Our experiments
measure the performance of this GRPO algorithm, providing insights into its design
choices. Our experiments show that the best GRPO fine-tuned model achieved a
test mean reward of 0.18 and test mean accuracy of 10.9% with a group size of
G=3, an improvement over the untrained baseline model, which achieved a mean
reward of 0.122 and accuracy of 5%. These results highlight the potential of GRPO
for improving LLM reasoning through more structured reinforcement learning. We
release all our code to facilitate future research into scalable, efficient methods for
enhancing LLM reasoning capabilities.

1 Introduction

Large language models (LLMs) have demonstrated impressive capabilities across various domains,
yet their performance on downstream, mathematical reasoning tasks remains limited [1]. Many
reasoning tasks demand careful planning and numeric precision, capabilities that are difficult to
master through pretraining alone. Therefore, LLLM fine-tuning has become a popular technique to
improve performance on specific tasks. Recent work has shown that fine-tuning with Supervised Fine-
tuning (SFT) and Reinforcement Learning from Human Feedback (RLHF) can align model outputs
with human preferences and improve factuality and helpfulness [2]. Among RLHF methods, Proximal
Policy Optimization (PPO) [3]] has become the de facto standard. However, PPO requires training a
separate value network which increases memory requirements and is known to be sample-inefficient
and sensitive to hyperparameter tuning [4].

To address these limitations, DeepSeek introduced Group Relative Policy Optimization (GRPO) [5]],
a variant of PPO, designed to enhance fine-tuning for multi-step reasoning by using group-level
rewards. GRPO gained relevance after the release of DeepSeek-R1, a reasoning model trained much
more efficiently than contemporary models [6]. GRPO eliminates the need for a value network and
instead uses group-based sampling and reward normalization to compute advantages, and using an
explicit KL divergence penalty. In this project, we implement GRPO from scratch in PyTorch and test
its effectiveness on the countdown arithmetic reasoning task, a structured benchmark that challenges
models to form valid expressions using a fixed set of integers to reach a target number. Our objective
is to assess whether GRPO can yield meaningful improvements on downstream reasoning tasks, even
for small-scale models such as Qwen2.5-1.5B-Instruct.
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2 Background

Proximal Policy Optimization (PPO) Proximal Policy Optimization (PPO) is a policy gradient,
actor-critic reinforcement learning algorithm designed to improve training stability by limiting
how much the policy is updated at each step [3]]. It builds on Trust Region Policy Optimization
(TRPO) [[7], but avoids the complexity of computing second-order gradients by instead introducing a
clipped surrogate objective: LEHP(9) = I, [min (rt(tﬁ))flt, clip(r¢(0),1 —€,1 + e)fltﬂ where the
To(at|st)
Tooq (at]st)’
t. This formulation ensures that the policy does not shift too far from the current policy by clipping
the objective when updates are too large, thus preventing performance collapse during training. In the
context of LLM fine-tuning via reinforcement learning with human feedback (RLHF), PPO is often
used to align the model’s responses with preference scores or reward models, balancing exploration
with stability.

probability ratio is (6) = and A, is an estimator of the advantage function at time step

Group Relative Policy Optimization (GRPO) Group Relative Policy Optimization Group Relative
Policy Optimization (GRPO) addresses some limitations of PPO by removing the need for a separate
value (critic) network, resulting in improved training stability and reduced memory overhead [3]].
Instead of estimating the advantage via Generalized Advantage Estimation (GAE), GRPO samples
a group of responses (actions) for each prompt (state) and computes a group relative advantage by
standardizing the reward within that group: A(s, a;) = W, p=3 Zle r(s,a;) where G
is the number of sampled responses. This relative scoring focuses on ranking rather than absolute
reward. Additionally, GRPO explicitly includes a KL divergence penalty between the current policy
and a reference policy (usually the base model), rather than incorporating it into the advantage
estimate like PPO. This KL term helps preserve the base model’s behavior while allowing policy
improvement based on relative performance. The new objective is,
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More recent works like DAPO [8] and Dr. GRPO [9] have looked to further improve the algorithms
performance and reduce bias but this report only considers the original algorithm. There have been a

variety of open-source implementations of GRPO which served as useful references for our work
(LO] (1] [12].

Countdown Reasoning Task Countdown is a constrained arithmetic task where the model receives
a target number and a set of integers. The task is to generate an arithmetic expression using each
number once to reach the target, requiring some mathematical reasoning [13]]. Valid operations are
limited to addition, subtraction, multiplication, and division. Each task has an unambiguous solution,
allowing for simple automatic evaluation, making it well-suited for reinforcement learning [11]]. See
Appendix [A]for an example task.

3 Related Works

Supervised Fine-tuning (SFT) Supervised fine-tuning (SFT) is a widely used approach to adapt
pretrained large language models (LLMs) to downstream tasks using labeled data consisting of input
prompts and their corresponding target outputs. In SFT, the model is trained in a task-specific or
domain-specific setting using standard supervised learning, this technique has been around since
early LLMs like BERT [14] and GPT [[15]. While SFT can significantly improve task accuracy, it
often struggles to generalize beyond the training distribution meaning it’s efficacy is limited by the
diversity and quality of the labeled datasets available like GLUE [16] and SQuAD [17]. Moreover,
SFT alone may not be sufficient for aligning model outputs with nuanced human preferences, such as
helpfulness or tone. Instruction fine-tuning is a specialized form of SFT in which training examples
are framed as instructions alongside relevant context. The model learns to follow a variety of natural



language instructions, improving its ability to generalize across tasks and respond more coherently to
user queries.

RL Fine-tuning LLMs To address the limitations of SFT discussed above, reinforcement learning
has been employed to fine-tune language models to optimize objectives which may have multiple
valid answers. To improve model helpfulness, InstructGPT introduced the concept of Reinforcement
Learning from Human Feedback (RLHF) [2]. In this framework, the LLM acts as the agent, taking
actions by generating tokens in response to a prompt, which serves as the state. To reflect human
preferences, human annotators rank model-generated responses, and these rankings are used to
derive reward signals. To improve model alignment, works like [18]] leverage the related approach
of Reinforcement Learning from Al Feedback (RLAIF) which derives its reward function from an
LLM-based preference model. Additionally, RL fine-tuning has been leveraged to improve reasoning
ability in LLMs in domains like math [19] [20] and coding [21]]. The concept of RL finetuning for
reasoning has been leveraged on a larger scale to create reasoning models like OpenAl ol [22] and
DeepSeek-R1 [6], the latter used GRPO during fine-tuning.

4 Methodology

We implemented the GRPO algorithm in PyTorch and using the Hugginface Transformers Library,
with modular code structure to enable clean experimentation and reproducibility.

Dataset and Environment We created a custom PyTorch Dataset class that can load a local JSON
or dataset hosted on HuggingFace [23]]. Each instance includes a list of integers and a target value.
Examples are formatted with prompts that follow a conversational format and prompt the assistant to
output the final answer and justification in XML tags (ie. < think > and < answer >). Prompts
also include a one-shot example of the countdown problem, and formatting rules for the final answer.
Prompts are included in Appendix B}

Reward Model and Evaluation A custom reward function parses the model-generated responses,
and each response is rewarded based on the correctness of formatting and its final answer. If the
response is syntactically valid and correctly evaluates to the target, the response receives a reward
of 1.0. If the response is incorrect but syntactically correct, using only the available numbers and
providing its final answer in < answer > tags then it receives a reward of 0.1. If the syntax is
incorrect then the response’s reward is 0.0. These reward signals are computed for each of the G
sampled outputs per prompt and stored for advantage calculation.

Sampling and Training Loop We sample G completions for each prompt using the current policy
model with constant temperature 7'. Log probabilities are computed for each token in each output
from three models: the current policy model, the reference model (frozen), and the model from the
previous update (used for probability ratios). Thereafter, we compute the GRPO objective and loss
function described in section 2] where the total loss is the negative mean of the GRPO objective across
all outputs and tokens.

S Experiments

5.1 Experimental Setup

We conducted our experiments using the Qwen2.5-1.5B-Instruct model as the base policy network,
loaded through the HuggingFace Transformers library. All training was performed on a single
NVIDIA GH200 96GB GPU. The Countdown dataset was either generated via a search-based solver
that ensures each sample has at least one valid arithmetic solution, or it was loaded through the
available Countdown dataset on HuggingFace [23]]. The training set was split into 90% training and
10% testing subsets. A PyTorch DatalLoader was used with a batch size of 6 for training and 16 for
evaluation. We fine-tuned the model for one epoch using the AdamW optimizer with a learning rate
of 1 x 1078, betas of (0.9,0.999), and weight decay of 0.01.

We evaluated different group sampling sizes of G = 3,4, 5, varying the number of completions
sampled for each prompt per iteration. The KL-divergence penalty coefficient was set to 5 = 0.001,



and the clipping threshold e was set to 0.1. Only one policy update (1« = 1) was performed per GRPO
iteration, simplifying the objective since the probability ratios are 1 between the old and current
model. We limited generation to 512 new tokens with a temperature of 1.0. Model performance was
measured using two metrics: average reward and accuracy. Accuracy was defined as the percentage of
model completions that exactly matched the correct target using the allowed numbers and operations.
Rewards were scored based on correctness as well as the formatting of the generated equation.

5.2 Results

Evaluation on the untrained base model achieved a mean reward of 0.122 and mean accuracy of
5%. Figure [I| shows the performance of models with different group sizes. We observe that the
best performing GRPO fine-tuned model achieved a mean reward of 0.18 and accuracy of 10.9%
with a group size of G=3, a moderate improvement over the baseline. The training curves for these
experiments can be found in Appendix [C|

Test Mean Accuracy over Steps Test Mean Reward over Steps
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Figure 1: Test Accuracy and Reward Throughout Training for Different Group Sizes (3, 4 and 5)

6 Conclusion

This project investigates the effectiveness of Group Relative Policy Optimization (GRPO) for en-
hancing the reasoning abilities of large language models in arithmetic settings. After implementing
GRPO and fine-tuning Qwen2.5-1.5B-Instruct on the Countdown task with different group sizes we
observe varying results, with one model moderately outperforms the base model. GRPO’s group-level
advantage calculation does reduce the memory requirements of the algorithm since it does not require
a separate value network but the advantage signal was sparse in cases where the base model struggled
to successfully reach the ground truth across the group. The results show GRPO’s potential but
motivate further investigation into the requirements for effectively implementing GRPO with smaller,
less capable base models.

7 Future Works

Future work can extend this study in several directions. Firstly, due to computational constraints
our hyperparameter ablation was limited to varying group size (G) but it would be valuable to
investigate the impact of other hyperparameters like i, 5, and € on the algorithm’s performance in
different domains. Additionally, since the advantage scores in GRPO are dependent on the relative
quality of responses within a group then it would be interesting to study the performance of other
relatively small open LLM models within the same context. It could also be valuable to scale GRPO
to larger and more diverse reasoning benchmarks such as GSMS8K [24] or SVAMP [23] to evaluate
its performance in other arithmetic settings. Additionally, for these larger more diverse arithmetic
benchmarks, integrating a learned reward model based on human feedback rather than evaluating
strict correctness could help align model outputs with human preferences in open-ended tasks. Finally,
this work was constrained to experiments on a single GPU, there is likely room to further optimize
memory utilization with packages like verl, vLLM, or DeepSpeed to improve training performance.
Additionally, further investigation into how this approach scales to larger models and more complex
tasks with more computational resources would be valuable.
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A Countdown Task

For example, given the numbers [19, 36, 55, 7] and a target of 65, a valid solution would be:

(65 + 36) - (19 + 7) = 65

B Prompt

For base models, countdown tasks are formatted using the following prompt:

A conversation between User and Assistant. The user asks a question, and
the Assistant solves it. The assistant first thinks about the reasoning
process in the mind and then provides the user with the answer. User:
Using the numbers {3}, create an equation that equals {}. You can use basic
arithmetic operations (+, -, *, /) and each number can only be used once.
Show your work in <think> </think> tags. And return the final answer
in <answer> </answer> tags, for example <answer> (1 + 2) / 3 </answer>.
Assistant: Let me solve this step by step. <think>

For instruction-tuned models, countdown tasks are formatted with the following prompt:

<|im_start|>system You are a helpful assistant. You first thinks about
the reasoning process in the mind and then provides the user with the
answer.<|im_end|> <|im_start|>user Using the numbers {}, create an equation
that equals {}. You can use basic arithmetic operations (+, -, *, /) and
each number can only be used once. Show your work in <think> </think>
tags. And return the final answer in <answer> </answer> tags, for example
<answer> (1 + 2) / 3 </answer>.<|im_end|> <|im_start|>assistant Let me
solve this step by step.<think>
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Figure 2: Train Accuracy and Rewards for Different Group Sizes (3, 4 and 5)
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